**2.2 network essential**

**2.2 a. Let –X be the additive inverse of X. That is –X**

**€**

**+ X = 0. Then:**

**P = (C**

**€**

**+ –K1) ⊕ K0 b. First, calculate –C'. Then –C' = (P' ⊕ K0)**

**€**

**+ (–K1). We then have:**

**C**

**€**

**+ –C' = (P ⊕ K0)**
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**+ (P' ⊕ K0) However, the operations**

**€**

**+ and ⊕ are not associative or distributive with one another, so it is not possible to solve this equation for K0.**

**ALICE AND BOB**

**6.12 a.** By taking the first 80 bits of *v* || *c*, we obtain the initialization vector, *v*. Since *v*, *c*, *k* are known, the message can be recovered (i.e., decrypted) by computing RC4(*v* || *k*) ⊕ *c*.

**b.** If the adversary observes that *vi* = *vj* for distinct *i*, *j* then he/she knows that the same key stream was used to encrypt both *mi* and *mj*. In this case, the messages *mi* and *mj* may be vulnerable to the type of cryptanalysis carried out in part (a).

**c.** Since the key is fixed, the key stream varies with the choice of the 80-bit *v*, which is selected randomly. Thus, after approximately ![](data:image/x-wmf;base64,183GmgAAAAAAAGACIAFAAgAAAAARVgEACQAAA+gBAAADABwAAAAAAAUAAAALAgAAAAAFAAAADAIgAWACBQAAAAQBDQAAAAUAAAAuARgAAAAFAAAAAgEBAAAABQAAAAkCAAAAAAUAAAABAv///wADAAAAHgAKAAAAJgYPAAoA/////wAAAAAAABwAAAD7ApD/AAAAAAAAkAEAAAACAAAAAFN5bWJvbAAxGAIAAFHSAAn8fwAAiRBmAgAAAAAAAAAABAAAAC0BAAAHAAAAIQUCAKAg4AJA/hwAAAD7ApD/AAAAAAAAkAECAAACAAAAAFN5bWJvbAAxGAIAAFHSAAn8fwAAiRBmAgAAAAAAAAAABAAAAC0BAQAEAAAA8AEAAAcAAAAhBQEAcDFzAGMAHAAAAPsCkP8AAAAAAACQAQAAAAAAAAAQVGltZXMgTmV3IFJvbWFuAPx/AACJEGYCAAAAAAAAAAAEAAAALQEAAAQAAADwAQEABwAAACEFAQAykQ4BawAIAAAA+gIGAAQAAAAAAAAABAAAAC0BAQAFAAAAFAKcAFsABQAAABMCnACyAAcAAAAhBQEAMgC4AMMAHAAAAPsCuP8AAAAAAACQAQAAAAAAAAAQVGltZXMgTmV3IFJvbWFuAPx/AACJEGYCAAAAAAAAAAAEAAAALQECAAQAAADwAQAABwAAACEFAgA4MIUAAwEIAAAA+gIGAAUAAAAAAAAABAAAAC0BAAAEAAAA8AEBAAUAAAAUAq8AEgAFAAAAEwKnACIACAAAAPoCBgAIAAAAAAAAAAQAAAAtAQEABAAAAPABAAAFAAAAFAKlACQABQAAABMCFQE6AAgAAAD6AgYABAAAAAAAAAAEAAAALQEAAAQAAADwAQEABQAAABQCFQE8AAUAAAATAgsAVQAFAAAAFAINAFUABQAAABMCDQBZARwAAAD7ApD/AAAAAAAAkAEAAAACAAAAAFN5bWJvbAAxGAIAAFHSAAn8fwAAiRBmAgAAAAAAAAAABAAAAC0BAQAEAAAA8AECAAcAAAAhBQEAuwC4AHsBHAAAAPsCkP8AAAAAAACQAQAAAAAAAAAQVGltZXMgTmV3IFJvbWFuAPx/AACJEGYCAAAAAAAAAAAEAAAALQECAAQAAADwAQEABwAAACEFAQAyMbgA0wEcAAAA+wK4/wAAAAAAAJABAAAAAAAAABBUaW1lcyBOZXcgUm9tYW4A/H8AAIkQZgIAAAAAAAAAAAQAAAAtAQEABAAAAPABAgAHAAAAIQUCADQwhQATAgoAAAAmBg8ACgD/////AQAAAAAABAAAACcB//8DAAAAAAA=) messages are sent, we expect the same *v*, and hence the same key stream, to be used more than once.

**d.** The key *k* should be changed sometime before 240 messages are sent.

<http://code.activestate.com/recipes/266586-simple-xor-keyword-encryption/>

<https://pythonprogramming.net/encryption-and-decryption-in-python-code-example-with-explanation/>

https://code.sololearn.com/cK267fizDS8H/#py